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Power dissipation issues are becoming one of the
major design issues in high performance processor
architectures.

In this paper, we study the contribution of com-
piler optimizations to energy reduction. In particu-
lar, we are interested in the impact of loop optimiza-
tions in terms of performance and power tradeoffs.
Both low-level loop optimizations at code generation
(back-end) phase, such as loop unrolling and soft-
ware pipdining, and high-level loop optimizations at
program analysis and transformation phase ( front-
end), such as loop permutation and tiling, are stud-
ied.

In this study, we use the Delaware Power-Aware
Compilation Testbed (Del-PACT) — an integrated
framework consisting of a modern industry-strength
compiler infrastructure and a state-of-the-art micro-
architecture-level power analysis platform. Using
Del-PACT, the performance/power tradeoffs of loop
optimizations can be studied quantitatively. We have
studied such impact on several benchmarks under
Del-PACT.

The main observations are:

e Performance improvement (in terms of timing)
is correlated positively with energy reduction.

e The impact on energy consumption of high-
level and low-level loop optimizations is often
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closely coupled, and we should not evaluate in-
dividual effects in complete isolation. Instead, it
is very useful to assess the combined contribu-
tion of both, high-level and low-level loop opti-
mizations.

In particular, results of our experiments are
summarized as follow:

— Loop unrolling reduces execution time
through effective exploitation of ILP from
different iterations and results in energy
reduction.

— Software pipelining may help in reducing
total energy consumption — due to the re-
duction of the total execution time. How-
ever, in the two benchmarks we tested,
the effects of high-level loop transforma-
tion cannot be ignored. In one bench-
mark, even with software pipelining dis-
abled, applying proper high-level loop
transformation can still improve the over-
all execution time and energy, comparing
with the scenario where high-level loop
transformation is disabled though soft-
ware pipelining is applied.

— Some high-level loop transformation such
as loop permutation, loop tiling and loop
fusion contribute significantly to energy



reduction. This behavior can be attributed
to reducing both the total execution time
and the total main memory activities (due
to improved cache locality).

An analysis and discussion of our results is pre-
sented in section 4.

1 Introduction

Low power design and optimization [8] are becom-
ing increasingly important in the design and appli-
cation of modern microprocessors. Excessive power
consumption has serious adverse effects — for exam-
ple, the usefulness of a device or equipment is re-
duced due to the short battery life time.

In this paper, we focus on compiler optimization
as a key area in low-power design [7, 13]. Many tra-
ditional compiler optimization techniques are aimed
at improving program performance such as reducing
the total program execution time. Such performance-
oriented optimization may also help to save total en-
ergy consumption since a program terminates faster.
But, things may not be that simple. For instance,
some of such optimization my try to improve per-
formance by exploiting instruction-level parallelism,
thus increasing power consumption per unit time.
Other optimization may reduce total execution time
without increasing power consumption. The trade-
offs of these optimizations remain an interesting re-
search area to be explored.

In this study, we are interested in the impact
of loop optimizations in terms of performance and
power tradeoffs. Both low-level loop optimizations
at code generation (back-end) phase, such as loop
unrolling and software pipelining, and high-level
loop optimizations at program analysis and transfor-
mation phase (front-end), such as loop permutation
and tiling, are studied.

Since both high-level and low-level optimization
are involved in the study, it is critical that we should
use a experimental framework where such tradeoff
studies can be conducted effectively. We use the
Delaware Power-Aware Compilation Testbed (Del-
PACT) — an integrated framework consisting of
a modern industry-strength compiler infrastructure
and a state-of-the-art micro-architecture level power
analysis platform. Using Del-PACT, the perfor-
mance/power tradeoffs of loop optimizations can be
studied quantitatively. We have studied the such im-
pact on several benchmarks under Del-PACT.

This paper describes the motivation of loop op-
timization on program performance/power in Sec-
tion 2 and describing the Del-PACT platform in Sec-
tion 3. The results of applying loop optimization on
saving energy are given in Section 4. The conclu-
sions are drawn in Section 5.

2 Maotivation for L oop Optimization
to Save Energy

In this section we use some examples to illustrate the
loop optimizations which are useful for energy sav-
ing. Both low-level loop optimizations at the code
generation (back-end) phase, such as loop unrolling
and software pipelining, and high-level loop opti-
mizations at the program analysis and transformation
phase (front-end), such as loop permutation, loop fu-
sion and loop tiling, are discussed.

2.1 Loop unrolling

Loop unrolling [17]intends to increase instruction
level parallelism of loop bodies by unrolling the loop
body multiple times in order to schedule several loop
iterations together. The transformation also reduces
the number of times loop control statements are exe-
cuted.
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2.2 Software pipelining

Software pipelining restructures the loop kernel to
increase the amount of parallelism in the loop, with
the intent of minimizing the time to completion.
In the past, resource-constrained software pipelin-
ing [10, 16] has been studied extensively by several
researchers and a number of modulo scheduling al-
gorithms have been proposed in the literature. A
comprehensive survey of this work is provided by
Rau and Fisher in [15]. The performance of soft-
ware pipelined loop is measured by II( initiation in-
terval). Every Il cycles a new iteration is initiated,
thus throughput of the loop is often measured by the
value of Il derived from the schedule. By reducing
program execution time, software pipelining helps
reduce the total energy consumption. But, as we will
show later in the paper, the net effect of energy con-
sumption due to software pipelining also depends on
high-level loop transformations performed earlier in
the compilation process.

2.3 Loop permutation

Loop permutation (also called loop interchange for
two dimensional loops) is a useful high-level loop
transformation for performance optimization [19].
See the following C program fragment:

for (i =0; 1 <M i+t {
for (j =0; j <N j+) {
a[jlfi] = 1

}

}

Since the array a is placed by row-major mode,
the above program fragment doesn’t have good cache
locality because two successive references on array a
have a large span in memory space. By switching the
inner and outer loop, the original loop is transformed
into:

for (j =0, j <N j+) {

for (i =0; 1 <M i+t {
a[jlfi] = 14;

}

}

Note that the two successive references on array a
access contiguous memory address thus the program
exhibits good data cache locality. It usually improves
both the program execution and power consumption
of data cache.

24 Loop tiling

Loop tiling is a powerful high-level loop optimiza-
tion technique useful for memory hierarchy opti-
mization [14]. See the matrix multiplication program
fragment:

for (i =0; i <N i++) {
for (j =0; j <N j++) {
for (k =0; k <N k++) {
c[i][i] =c[il[i] +
a[i][k] * b[KI[i];

Two successive references to the same element of
a are separated by N multiply-and-sum operations.
Two successive references to the same element of
b are separated by N2 multiply-and-sum operations.
Two successive references to the same element of ¢
are separated by 1 multiply—and-sum operation. For
the case when N is large, references to a and b ex-
hibits little locality and the frequent data fetching
from memory results in high power consumption.

Tiling the loop will transforme it to:

for (i =0; i <N i+=T) {

for (j =0, j <N j+=T) {
for (k =0; k <N k+=T) {
for (ii =1i; ii <nmin(i+T, N; ii+t) {
for (jj =i jj <mn(j+T, N jj++) {
for (kk = k; kk < min(k+T, N); kk++) {
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clii][ij] =cliil[jj] +
a[ii][kk] * b[kk][jj];
}
}
}
}
}
}

Notice that in the inner three loop nests, we only
compute a partial sum of the resulting matrix. When
computing this partial sum, two successive refer-
ences to the same element of a are separated by T
multiply-and-sum operations. Two successive refer-
ences to the same element of b are separated by T2
multiply-and-sum operations. Two successive refer-
ences to the same element of ¢ are separated by one
multiply-and-sum operation. A cache miss occurs
when the program execution re-enter the inner three
loop nests after i, j or k is incremented. However,
cache locality in the inner three loops is improved.

Loop tiling may have dual effects in improving to-
tal energy consumption: it reduces both the total ex-
ecution time and the cache miss ratios — both help
energy reduction.

2.5 Loop fusion

See the following program fragment:

for (i =0; i <N i+ {
ali] = 1;
}

for (i =0; i <N i+t {
a[i] = a[i] + 1,
}

Two successive references to the same element of
a span the whole array a in the code above. By fusing
the two loops together, we can get the following code
fragment:

for (i =0; i <N i+ {

l.

a[i] =1
a[i] + 1;

ali]
}

The transformed code has much better cache lo-
cality. Just like loop tiling, this transformation will
reduce both power and energy consumption.

3 Power and Performance Evalua-
tion Platform

It is clear that, for the purpose of this study, we must
use a compiler/simulator platform which (1) is ca-
pable of performing loop optimizations at both the
high-level and the low-level, and a smooth integra-
tion of both; (2) is capable of performing micro-
architecture level power simulations with a quanti-
tative power model.

To this end, we chose to use the Del-PACT(
Delaware Power-Aware Compilation Testbed ) — a
fully integrated framework composed of SGI MIP-
Spro compiler retargeted to the SimpleScalar [1] in-
struction set architecture, and a micro-architecture
level power simulator based on an extension of the
SimpleScalar architecture simulator instrumented
with the Cai/Lim power model [5, 4], as shown in
Figure 1. The SGI MIPSpro compiler is an industry-
strength highly optimizing compiler. It implements
a broad range of optimizations, including inter-
procedural analysis and optimization (IPA), loop nest
optimization and parallelization (LNO) [18], and
SSA-based global optimization (WOPT) [2, 11] at
high level. It also has an efficient backend includ-
ing software pipelining, integrated global and local
scheduler(IGLS) [12], and efficient global and reg-
ister allocators (GRA and LRA) [3]. The legality
of loop nest optimizations listed in Section 2 de-
pends on dependence analysis [20]. The SGI MIP-
Spro compiler performs alias and dependence anal-
ysis and a rich set of loop optimizations including
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those we will study in the paper. We have ported
the MIPSpro compiler to the SimpleScalar instruc-
tion set architecture.

Source Program
IPA
MIPSpro | FE
compiler LNO
OPT
CG IGLS
GRA/LRA
Physical
Information
Cycle-accurate
Performance Simulator,
(SimpleScalar)
Activity Counters | Parameterized
Power Models
Performance Power
Results Results

Figure 1: Power and Performance Evaluation Plat-
form

The simulation engine of the Del-PACT platform
is driven by the Cai/Lim power model as shown in
the same diagram. The instrumented SimpleScalar
simulator generates performance results and activity
counters for each functional block. The physical in-
formation comes from approximation of circuit level
power behaviors. During each cycle, the parameter-
ized power model computes the present power con-
sumption of each functional unit using the following
formula:

power = AF « PDAx A+ idle power + leakage power

AF Activity factor
PDA Active power density

A Area

The power consumption of all functional blocks is
summed up, thus obtaining the total power consump-
tion.

Other power/performance evaluation platforms
exist as well. A model worth mentioning is Simple-
Power [9]. In [9] loop transformation techniques are
evaluated. In their framework, high-level transfor-
mation and low-level loop transformations are per-
formed in two isolated compilers while in our plat-
form these two are tightly coupled into a single com-
piler. The difference between these two power mod-
els are left to be studied and a related work is found
in [6].

4 Experimental Results

In this section, we present the experiments we have
conducted using Del-PACT platform. Two bench-
mark programs: mxm and vpenta from the SPEC92
floating point benchmark suite are used. We eval-
uated the impact on performance/power of loop
nest optimizations, software pipelining and loop un-
rolling. Loop nest optimization is a set of high-
level optimizations that includes loop fusion, loop
fission, loop peeling, loop tiling and loop permu-
tation. The MIPSpro compiler analyzes the com-
piled program by determining the memory access se-
quence of loops, choosing those loop nest optimiza-
tions which are legal and profitable. Looking through
the transformed code, we see that the loop nest op-
timizations applied on mxm s loop permutation and
loop tiling, while those applied on vpenta are loop
permutation and loop fusion. Performance, power
and energy results of these transformations on each
benchmark are shown in Figure 2.
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Figure 2: Performance, power and energy compari-
son

We observe that the performance improvement in
terms of timing is correlated positively with the en-
ergy reduction. From Figure 2 we see the variation
of execution time causes the similar variation in en-
ergy consumption. The results show that in the two
benchmarks we have run, the dominating factor of
energy consumption is the execution time.

Loop unrolling improves the program execution
by increasing instructions level parallelism thus in-
creasing power consumption correspondingly. For
the mxm example, the instructions per cycle(IPC) in-
creased from 1.68 to 1.8 by unrolling 4 times. For
the vpenta example, loop unrolling reduces the to-
tal instruction count by 2% because of cross-iteration
common subexpressions elimination. The IPC value
before the loop unrolling and after that are 1.01 and
1.04 respectively.

Software pipelining helps in reducing total energy
consumption in the mxm example. The IPC value
without and with software pipelining are 1.68 and
1.9 respectively. Power consumption increase a lit-
tle bit more as opposed to the case with loop un-
rolling because software pipelining exploits more in-
struction level parallelism than loop unrolling does.
However, energy consumption is still reduced com-

pared with the original untransformed program. In
vpenta example, software pipelining does not help
because of the high miss rate(13%) of level-1 data
cache accesses.

Loop tiling and loop permutation applied on mm
enhanced cache locality and they can improve the
program performance more than software pipelin-
ing does. Loop permutation and loop fusion help
the vpenta program reduce its level-1 data cache
miss rate from 13% to 10%, thus reducing total en-
ergy consumption. Also these transformations make
the performance improvement of software pipelining
more evident compared with the case that software
pipelining is applied without these high-level opti-
mizations.

5 Conclusions

In this paper, we introduced our Del-PACT plat-
form, which is an integrated framework that includes
the MIPSpro compiler, SimpleScalar simulator and
CAI/LIM power estimator. This platform can serve
as the tool to make architecture design tradeoffs, and
to study the impact of compiler optimization on pro-
gram performance and power consumption. We use
this platform to conduct experiments on the impact
of loop optimizations on program performance vs
power.
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